**DATA STRCTURES**

**LINKED LIST:** class Node: def \_\_init\_\_(self, data): # Corrected the init method self.data = data

self.next = None

class LinkedList: def \_\_init\_\_(self): # Corrected the init method self.head = None

def insertAtBegin(self, data): new\_node = Node(data) if self.head is None:

self.head = new\_node else:

new\_node.next = self.head

self.head = new\_node

def insertAtIndex(self, data, index):

new\_node = Node(data) current\_node = self.head position = 0 if position == index:

self.insertAtBegin(data) else: while current\_node is not None and position + 1 != index:

position += 1

current\_node = current\_node.next

if current\_node is not None: new\_node.next = current\_node.next current\_node.next = new\_node else:

print("Index not present")

def insertAtEnd(self, data): new\_node = Node(data) if self.head is None:

self.head = new\_node return

current\_node = self.head while current\_node.next: current\_node = current\_node.next

current\_node.next = new\_node

def remove\_first\_node(self): if self.head is None:

return

self.head = self.head.next

def remove\_last\_node(self): if self.head is None:

return

if self.head.next is None: # Special case if there is only one element

self.head = None

return

current\_node = self.head while current\_node.next.next:

current\_node = current\_node.next

current\_node.next = None

def remove\_at\_index(self, index):

if self.head is None:

return

current\_node = self.head position = 0 if position == index: self.remove\_first\_node() else: while current\_node is not None and position + 1 != index:

position += 1

current\_node = current\_node.next

if current\_node is not None and current\_node.next is not None:

current\_node.next = current\_node.next.next else:

print("Index not present")

def remove\_node(self, data): current\_node = self.head

if current\_node is not None and current\_node.data == data:

self.remove\_first\_node()

return

prev\_node = None while current\_node is not None and current\_node.data != data: prev\_node = current\_node

current\_node = current\_node.next

if current\_node is not None:

prev\_node.next = current\_node.next else:

print("Node with data not found")

def sizeofLL(self):

size = 0 current\_node = self.head while current\_node:

size += 1

current\_node = current\_node.next

return size

def printLL(self):

current\_node = self.head while current\_node:

print(current\_node.data)

current\_node = current\_node.next

llist = LinkedList()

llist.insertAtEnd('a') llist.insertAtEnd('b') llist.insertAtBegin('c') llist.insertAtEnd('d')

llist.insertAtIndex(data='g', index=2)

print("Node Data")

llist.printLL()

print("\nRemove First Node") llist.remove\_first\_node()

llist.printLL()

print("\nRemove Last Node") llist.remove\_last\_node()

llist.printLL()

**OUTPUT:**

Node Data

c a g b d

Remove First Node

a g b d

Remove Last Node

a g b

**DOUBLE LINKED LIST:** class Node: def \_init\_(self, data=None):

self.data = data self.next = None self.prev = None

class DoublyLinkedList:

def \_init\_(self): self.head = None self.tail = None

def is\_empty(self):

return self.head is None

def append(self, data): new\_node = Node(data) if self.is\_empty(): self.head = new\_node self.tail = new\_node else:

new\_node.prev = self.tail self.tail.next = new\_node self.tail = new\_node

def prepend(self, data): new\_node = Node(data) if self.is\_empty(): self.head = new\_node self.tail = new\_node else:

new\_node.next = self.head self.head.prev = new\_node self.head = new\_node

def delete(self, data): if self.is\_empty():

return

current = self.head while current is not None and current.data != data:

current = current.next

if current is not None: if current.prev is not None:

current.prev.next = current.next

else:

self.head = current.next

if current.next is not None:

current.next.prev = current.prev

else:

self.tail = current.prev

def display\_forward(self):

elements = [] current = self.head while current:

elements.append(current.data) current = current.next print(" -> ".join(map(str, elements)))

def display\_backward(self):

elements = [] current = self.tail while current:

elements.append(current.data) current = current.prev print(" -> ".join(map(str, elements)))

# Example usage:

my\_doubly\_linked\_list = DoublyLinkedList() my\_doubly\_linked\_list.append(1) my\_doubly\_linked\_list.append(2) my\_doubly\_linked\_list.append(3) my\_doubly\_linked\_list.prepend(0)

my\_doubly\_linked\_list.display\_forward() # Output: 0 -> 1 -> 2 -> 3 my\_doubly\_linked\_list.display\_backward() # Output: 3 -> 2 -> 1 -> 0

my\_doubly\_linked\_list.delete(2)

my\_doubly\_linked\_list.display\_forward() # Output: 0 -> 1 -> 3 my\_doubly\_linked\_list.display\_backward() # Output: 3 -> 1 -> 0

**OUTPUT:**

0 -> 1 -> 2 -> 3

3 -> 2 -> 1 -> 0

0 -> 1 -> 3

3 -> 1 -> 0

**CIRCULAR LINKED LIST:** class Node: def \_\_init\_\_(self, data=None): # Corrected the init method self.data = data self.next = None

class CircularLinkedList: def \_\_init\_\_(self): # Corrected the init method self.head = None

def is\_empty(self):

return self.head is None

def append(self, data): new\_node = Node(data) if self.is\_empty():

self.head = new\_node new\_node.next = self.head else:

current = self.head while current.next != self.head:

current = current.next current.next = new\_node new\_node.next = self.head

def prepend(self, data): new\_node = Node(data) if self.is\_empty(): self.head = new\_node new\_node.next = self.head

else:

current = self.head while current.next != self.head:

current = current.next current.next = new\_node new\_node.next = self.head self.head = new\_node

def delete(self, data): if self.is\_empty():

return

if self.head.data == data: current = self.head while current.next != self.head:

current = current.next if self.head.next == self.head:

self.head = None else:

self.head = self.head.next current.next = self.head else:

current = self.head while current.next != self.head and current.next.data != data:

current = current.next

if current.next.data == data:

current.next = current.next.next

def display(self): elements = [] current = self.head if current:

repeat = True while repeat:

elements.append(current.data) current = current.next if current == self.head:

repeat = False

print(" -> ".join(map(str, elements)))

def search(self, target): if self.is\_empty():

return False

current = self.head repeat = True while repeat: if current.data == target:

return True

current = current.next if current == self.head:

repeat = False

return False

# Example usage: my\_circular\_linked\_list = CircularLinkedList() my\_circular\_linked\_list.append(1) my\_circular\_linked\_list.append(2) my\_circular\_linked\_list.append(3) my\_circular\_linked\_list.prepend(0)

my\_circular\_linked\_list.display() # Output: 0 -> 1 -> 2 -> 3

my\_circular\_linked\_list.delete(2) my\_circular\_linked\_list.display() # Output: 0 -> 1 -> 3

**OUTPUT:**

0 -> 1 -> 2 -> 3

0 -> 1 -> 3

**LEET CODE 21:**

# Definition for singly-linked list.

# class ListNode:

#     def \_init\_(self, val=0, next=None):

#         self.val = val

#         self.next = next

class Solution:

    def mergeTwoLists(self, list1: Optional[ListNode], list2: Optional[ListNode]) -> Optional[ListNode]:

        newHead = dummyHead = ListNode()

        while list1 and list2:

            if list1.val < list2.val:

                dummyHead.next = list1

                list1 = list1.next

            else:

                dummyHead.next = list2

                list2 = list2.next

            dummyHead = dummyHead.next

        if list1:

            dummyHead.next = list1

        if list2:

            dummyHead.next = list2

        return newHead.next

**OUTPUT:**

list1 =

[1,2,4]

list2 =

[1,3,4]

1

[1,2,4]

Source

**LEETCODE 1290:**

Given head which is a reference node to a singly-linked list. The value of each node in the linked list is either 0 or 1. The linked list holds the binary representation of a number.

Return the *decimal value* of the number in the linked list.

The **most significant bit** is at the head of the linked list.

**Example 1:**

![](data:image/png;base64,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)

**Input:** head = [1,0,1]

**Output:** 5

**Explanation:** (101) in base 2 = (5) in base 10

**Example 2:**

**Input:** head = [0]

**Output:** 0

**Constraints:**

* The Linked List is not empty.
* Number of nodes will not exceed 30.
* Each node's value is either 0 or 1.

# Definition for singly-linked list.

# class ListNode:

#     def \_init\_(self, val=0, next=None):

#         self.val = val

#         self.next = next

class Solution:

    def getDecimalValue(self, head: ListNode) -> int:

        answer = ''

        if head is None:

            return

        current = head

        while current:

            answer = answer + str(current.val)

            current = current.next

        return int(answer,2)

**OUTPUT:**

Input

head =

[1,0,1]

Output

5

Expected

5

**LEETCODE 876:**

Given the head of a singly linked list, return *the middle node of the linked list*.

If there are two middle nodes, return **the second middle** node.

**Example 1:**
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**Input:** head = [1,2,3,4,5]

**Output:** [3,4,5]

**Explanation:** The middle node of the list is node 3.

**Example 2:**

![](data:image/jpeg;base64,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)

**Input:** head = [1,2,3,4,5,6]

**Output:** [4,5,6]

**Explanation:** Since the list has two middle nodes with values 3 and 4, we return the second one.

**Constraints:**

* The number of nodes in the list is in the range [1, 100].
* 1 <= Node.val <= 100

# Definition for singly-linked list.

# class ListNode:

#     def \_init\_(self, val=0, next=None):

#         self.val = val

#         self.next = next

class Solution:

    def middleNode(self, head):

        slow\_pointer = head

        fast\_pointer = head

        while fast\_pointer is not None and fast\_pointer.next is not None:

            slow\_pointer = slow\_pointer.next

            fast\_pointer = fast\_pointer.next.next

        return slow\_pointer

**OUTPUT:**

Input

head =

[1,2,3,4,5]

Output

[3,4,5]

Expected

[3,4,5]

**LEETCODE 771:**

You're given strings jewels representing the types of stones that are jewels, and stones representing the stones you have. Each character in stones is a type of stone you have. You want to know how many of the stones you have are also jewels.

Letters are case sensitive, so "a" is considered a different type of stone from "A".

**Example 1:**

**Input:** jewels = "aA", stones = "aAAbbbb"

**Output:** 3

**Example 2:**

**Input:** jewels = "z", stones = "ZZ"

**Output:** 0

**Constraints:**

* 1 <= jewels.length, stones.length <= 50
* jewels and stones consist of only English letters.
* All the characters of jewels are **unique**.

    def numJewelsInStones(self, jewels: str, stones: str) -> int:

        jew\_list = list(jewels)

        answer = 0

        for j in jew\_list:

            answer += stones.count(j)

        return answer

**OUTPUT:**

Input

jewels =

"aA"

stones =

"aAAbbbb"

Output

3

Expected

3

**LEET CODE 2744:**

You are given a **0-indexed** array words consisting of **distinct** strings.

The string words[i] can be paired with the string words[j] if:

* The string words[i] is equal to the reversed string of words[j].
* 0 <= i < j < words.length.

Return *the****maximum****number of pairs that can be formed from the array*words*.*

Note that each string can belong in **at most one** pair.

**Example 1:**

**Input:** words = ["cd","ac","dc","ca","zz"]

**Output:** 2

**Explanation:** In this example, we can form 2 pair of strings in the following way:

- We pair the 0th string with the 2nd string, as the reversed string of word[0] is "dc" and is equal to words[2].

- We pair the 1st string with the 3rd string, as the reversed string of word[1] is "ca" and is equal to words[3].

It can be proven that 2 is the maximum number of pairs that can be formed.

**Example 2:**

**Input:** words = ["ab","ba","cc"]

**Output:** 1

**Explanation:** In this example, we can form 1 pair of strings in the following way:

- We pair the 0th string with the 1st string, as the reversed string of words[1] is "ab" and is equal to words[0].

It can be proven that 1 is the maximum number of pairs that can be formed.

**Example 3:**

**Input:** words = ["aa","ab"]

**Output:** 0

**Explanation:** In this example, we are unable to form any pair of strings.

class Solution:

    def maximumNumberOfStringPairs(self, words: List[str]) -> int:

        result = 0

        for i in range(len(words)):

            if words[i][::-1] in (words[i+1:]):

                result+=1

        return result

**OUTPUT:**

Input

words =

["cd","ac","dc","ca","zz"]

Output

2

Expected

2

**LEETCODE 2418:**

You are given an array of strings names, and an array heights that consists of **distinct** positive integers. Both arrays are of length n.

For each index i, names[i] and heights[i] denote the name and height of the ith person.

Return names*sorted in****descending****order by the people's heights*.

**Example 1:**

**Input:** names = ["Mary","John","Emma"], heights = [180,165,170]

**Output:** ["Mary","Emma","John"]

**Explanation:** Mary is the tallest, followed by Emma and John.

**Example 2:**

**Input:** names = ["Alice","Bob","Bob"], heights = [155,185,150]

**Output:** ["Bob","Alice","Bob"]

**Explanation:** The first Bob is the tallest, followed by Alice and the second Bob.

**Constraints:**

* n == names.length == heights.length
* 1 <= n <= 103
* 1 <= names[i].length <= 20
* 1 <= heights[i] <= 105
* names[i] consists of lower and upper case English letters.
* All the values of heights are distinct.

class Solution:

    def sortPeople(self, names: List[str], heights: List[int]) -> List[str]:

        ans=zip(heights,names)

        l=[]

        for i,j in sorted(ans):

            l.append(j)

        return l[::-1]

**OUTPUT:**

Input

names =

["Mary","John","Emma"]

heights =

[180,165,170]

Output

["Mary","Emma","John"]

Expected

["Mary","Emma","John"]

**LEETCODE 1342:**

Given an integer num, return *the number of steps to reduce it to zero*.

In one step, if the current number is even, you have to divide it by 2, otherwise, you have to subtract 1 from it.

**Example 1:**

**Input:** num = 14

**Output:** 6

**Explanation:**

Step 1) 14 is even; divide by 2 and obtain 7.

Step 2) 7 is odd; subtract 1 and obtain 6.

Step 3) 6 is even; divide by 2 and obtain 3.

Step 4) 3 is odd; subtract 1 and obtain 2.

Step 5) 2 is even; divide by 2 and obtain 1.

Step 6) 1 is odd; subtract 1 and obtain 0.

**Example 2:**

**Input:** num = 8

**Output:** 4

**Explanation:**

Step 1) 8 is even; divide by 2 and obtain 4.

Step 2) 4 is even; divide by 2 and obtain 2.

Step 3) 2 is even; divide by 2 and obtain 1.

Step 4) 1 is odd; subtract 1 and obtain 0.

**Example 3:**

**Input:** num = 123

**Output:** 12

**Constraints:**

* 0 <= num <= 106

class Solution:

    def numberOfSteps(self, n: int) -> int:

        step=0

        while n!=0:

            if n%2==0:

                n/=2

                step+=1

            else:

                n-=1

                step+=1

        return step

**OUTPUT:**

Input

num =

14

Output

6

Expected

6

**LEET CODE 3099**

An integer divisible by the **sum** of its digits is said to be a **Harshad** number. You are given an integer x. Return*the sum of the digits*ofxifxis a **Harshad** number, otherwise, return-1*.*

**Example 1:**

**Input:** x = 18

**Output:** 9

**Explanation:**

The sum of digits of x is 9. 18 is divisible by 9. So 18 is a Harshad number and the answer is 9.

**Example 2:**

**Input:** x = 23

**Output:** -1

**Explanation:**

The sum of digits of x is 5. 23 is not divisible by 5. So 23 is not a Harshad number and the answer is -1.

**Constraints:**

* 1 <= x <= 100

class Solution:

    def sumOfTheDigitsOfHarshadNumber(self, x: int) -> int:

        n=x

        result=0

        while n!=0:

            result +=(n%10)

            n=n//10

        if x%result == 0:

            return result

        else:

            return - 1

**OUTPUT:**

Input

x =

18

Output

9

Expected

9